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Abstract—Innovative Practice Full Paper: Concepts of concurrency and parallelism are indispensable aspects of today's technology-centric human societies. However, application of these concepts are often taught using a single programming language whose semiotics, despite multimodal instruction, can obfuscate and hinder thorough understanding of the concepts. Consequently, a spiral bilingual-programming approach in which topics are reemphasized with increasing depth of coverage using two different programming languages is proposed. The proposed approach increases pedagogical modalities and learning opportunities for multifaceted comprehension to enable synthesis of various concepts. This article presents experiences of pursuing a spiral bilingual-programming (namely Java and C++) instruction in an undergraduate course for teaching concepts of concurrency and parallelism. Importantly, it contributes quantitative results (that is conspicuously missing in related literature) from various assessments conducted to evaluate the proposed method. The paper discusses statistics (N=85) collated from direct as well as indirect formative and summative assessments conducted during two offerings of the course to evaluate the effectiveness of the proposed approach. Analysis of the assessment data shows that a spiral, bilingual-programming approach is beneficial in increasing the cognition of concepts related to concurrency and parallelism thereby improving student learning and overall course outcomes.
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I. INTRODUCTION & MOTIVATION

The demand for increased computing capabilities in diverse form factors, ranging from high density servers to mobile handheld devices, is steadily growing. Coupled with a multitude of design, manufacturing, thermal, and power constraints the growing demand has led to widespread adoption of multi-core, multiprocessor architectures. The rapid increase in sophistication and complexity of modern computing devices have necessitated corresponding advancement in the software systems that enable effective utilization of today’s highly parallel devices and distributed systems.

A. Curricular significance of Parallel and Distributed Computing (PDC)

The parallel and distributed software systems and hardware platforms are designed, developed, and maintained using a broad range of concepts and skills that encompass the field of Parallel and Distributed Computing (PDC). PDC has rapidly expanded from parallel scientific computing and custom distributed systems to include modern cloud computing, “big data” analytics, and web-services integrated using Service Oriented Architectures (SOA). PDC is ubiquitous and is the turnkey solution for the current and foreseeable future [27]. Designing, developing, and maintaining software for these contemporary systems requires extensive use of PDC concepts and skills. Moreover, demands for PDC skills is rapidly growing not only in computer science but also in a broad range of non-computing disciplines including, medicine, business intelligence, data analytics & data science, and computational sciences involving physics, chemistry, and biology.

The pervasive use of PDC has added a new dimension to the sequence of undergraduate courses that are offered in computer science programs in many institutions including the Computer Science and Software Engineering (CSE) department at Miami University [9] (mid-west United States), with an exceptionally strong commitment to teaching. The recent (2013) revision of ACM/IEEE computer science curriculum guidelines [1] explicitly calls for 15 hours of coverage of PDC concepts (5 hours at Tier 1 and 10 hours at Tier 2) as summarized in Table I. Some of the PDC concepts stressed in the 2013 guidelines were conspicuously absent in the previous revisions as indicated by N/A in Table I. The guidelines also discuss the growing need for PDC knowledge and the importance of teaching PDC concepts in undergraduate curricula despite the broad range of geographic and cultural contexts of various institutions [1].
B. Curricular enhancements & ensuing pedagogical challenges

Envisioning the importance of Parallel and Distributed Computing (PDC), the CSE-381: Operating Systems (OS) course was enhanced to include contemporary PDC concepts. The OS course was a good candidate because coverage of core Parallel and Distributed Computing (PDC) concepts typically occurs in junior (3rd year) or senior (4th year) levels in many undergraduate curricula [20], including CSE-381. The 3rd or 4th year coverage stems from the fact that PDC builds upon foundations of computing, data structures, and computer architecture.

Enhancements to the course included the introduction of core topics proposed by the NSF/IEEE-TCPP curriculum initiative on PDC [20] at different levels of cognition as defined by Bloom’s taxonomy. The revised curriculum also includes application and analysis of the PDC concepts through extensive programming centered laboratory exercises, homework assignments, and term projects to foster synthesis and evaluation of PDC topics.

However, increased coverage of PDC concepts proved to be a challenge for the student community as illustrated by the chart in Figure 1. The average GPA for the course noticeably degraded and was of concern to both the student body and the department.
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Fig. 1. Changes in average GPA in CSE-381 due to increased coverage of PDC concepts before and after the proposed spiral bilingual-programming approach

II. PEDAGOGICAL CHALLENGES OF TEACHING PDC

The degradation in overall GPA (illustrated in Figure 1) spurred analysis of the challenges faced in learning and teaching PDC concepts. Analysis of formative assessments, anonymous surveys, and informal feedback from students revealed the following three categories of issues:

1) Conceptual challenges of PDC topics: Most algorithmic and programming courses in modern computer science curricula focus on traditional sequential or serial approaches. Since notions of concurrency and parallelism are paradigmatically different from serial or sequential programming concepts, learning PDC concepts is a challenge [12]. Understanding issues in PDC requires the ability to conceptualize and build a mental model of multiple, concurrent threads of execution with interplay between them. Transitioning from serial thought process to a concurrent mental model is challenging [12].

2) Challenges due to programming language transitions: In most institutions, the sequence of prerequisite courses are often taught with a managed programming language such as Java/.Net or even scripting languages such as Python. In our CSE department, the prerequisite courses are predominantly taught in Java, with only one prerequisite data structures course (CSE 274) that utilizes C++. However, PDC is predominantly performed using systems programming language such as C or C++. The transition to a systems programming language is a significant challenge for many students [25], [16].

3) Challenges due to novel computational platforms: Modern supercomputers, distributed computing platforms, and computational clouds predominantly run using the GNU-Linux operating system. Adeptness with GNU-Linux is often a requirement in professional settings. Therefore GNU-Linux environment is a good choice for teaching PDC concepts. However, most prerequisite courses rely on desktop operating systems such as Microsoft® WindowsTM. Consequently, for most students PDC courses typically provides the first experience in using a GNU-Linux environment via a traditional Command Line Interface (CLI). The aforementioned multifaceted challenges posed hurdles in effective teaching and learning of PDC concepts.

A. Overview of proposed approach

The preliminary assessments and identification of the pedagogical challenges in teaching and learning PDC concepts led us to hypothesize that – “A spiral bilingual-programming approach will enable effective teaching and learning of core Concurrency and Parallelism (C&P) concepts.” Accordingly, a novel spiral bilingual-programming approach in which topics are emphasized with increasing depth of coverage using two different programming languages, namely Java and C++, was introduced and assessed. The motivation for a combined spiral and bilingual-programming is to address the pedagogical challenges discussed in Section II. The proposed approach increases pedagogical modalities and learning opportunities for multifaceted comprehension to enable synthesis of various concepts as discussed in detail in Section III. Feedback and statistics collated from both formative direct assessments and summative indirect assessments conducted during the course to evaluate the effectiveness of the proposed approach are discussed in Section IV. Section V concludes the paper summarizing the key findings from this study.

B. Related research: Practices in teaching computer programming

The pedagogical challenges involved in teaching and learning programming continues to remain an active area of research as related technologies evolve and computing continues to permeate new disciplines. A common approach to programming, that applies to both novice learners as well as
programmers introduced to new paradigms, is that of “bricolage” [25] – i.e., students often develop programs through unstructured thought processes and by testing them with only given samples of inputs. Consequently, students are unable to effective advance from “knowledge” and “comprehension” to “application” or “analysis” cognitive levels as defined by Bloom’s taxonomy [25]. Moreover, students face cognitive obstacles and misconceptions that make it difficult for them to explain program function or justify their algorithmic strategies.

The teaching and learning difficulties associated with computer programming have spurred a broad range of efforts involving active learning supported by constructivist learning theory [4]. Information technologies are often used to provide appropriate feedback on programming using online systems and forums [21], intelligent tutoring systems [16], [8], and various online systems [11]. Bi-modal approaches that involve a combination of text and graphics has been proposed to ease promoting computational thinking [14], [7]. Web-based interactive tools with animations has been proposed for teaching sequential programming in C++ and Java [6].

The aforementioned investigations focus on teaching conventional sequential or serial algorithms and programming concepts. Furthermore, most of the courses typically use only a single programming language throughout the course to streamline various aspects including course contents, laboratory setup, training of teaching assistants, and student experience. Nevertheless, since many programming languages and technologies continue to predominantly utilize English, efforts on using bilingual approaches are growing in importance in computing disciplines [18], [23]. However, such bilingual or multilingual approaches focus primarily on spoken languages rather than programming languages.

A limited amount of work has been done on examining student understanding of parallelism [17]. The use of concept maps to explore understanding of parallelism has been proposed by Lammers et al. [17]. However, Lammers et al. do not draw any conclusions about the effectiveness of concept maps due to small sample size (16 participants) of their experiments. Recently Brown et al. [5] discuss series of modifications to multiple courses to introduce PDC concepts, including changes to an elective course titled “Object-Oriented Programming Using C++ and Java”. However, Brown et al. do not use a spiral approach and explore concepts of parallelism using Java and C++. Freitas [10] use a series of projects based on many-core processors to motivate learning concepts of concurrency and parallelism. A similar approach has been utilized by Iparraguirre et al. [15] to introduce parallel processing via an elective course and draw the following inferences from student feedback — although students perceive they understand PDC concepts, they have a hard time when applying them; and when working on projects, the students’ time was dominated dealing with basic concepts and technology, rather than solving the issues. These observations are consistent with ours and corroborate the challenges discussed in Section II, but Iparraguirre et al. do not address these issues in [15]. Extensive literature survey indicates that the proposed spiral bilingual-programming method is unique and a similar method has not been reported in the literature.

C. Distinguishing aspects and contributions of proposed pedagogical method

In contrast to the aforementioned broad body of research, this investigation distinguishes itself by: ① focusing on a bilingual-programming approach, in which two different computer programming languages, namely Java and C++; ② the investigation uses a spiral approach to address the multifaceted hurdles discussed in Section II; ③ the focus of this article is on teaching and learning core concepts of concurrency and parallelism (C&P) in an undergraduate computer science curriculum; and ④ Several educators have provided anecdotal mentions of using some aspects of the proposed methods (as part of personal discussions) but had not conducted any assessments or published their curricular enhancements. Consequently, another contribution of this paper includes quantitative results from various assessments.

III. METHOD: SPIRAL BILINGUAL-PROGRAMMING

In response to the issues highlighted in the foregoing discussions, a spiral bilingual-programming approach for teaching PDC concepts was pursued. The spiral approach is a well-established pedagogical method in which topics are reemphasized with increasing depth of coverage. In the spiral approach, basic concepts are initially learned without much emphasis on many of the underlying details and nuances. The initial learning typically occurs at the “knowledge” or “comprehension” level in Bloom’s taxonomy [2]. However, the same concepts are reemphasized with increased level of details enabling advancement of concepts to higher order processes of “analysis” and “application” [2]. The spiral approach for learning and teaching was pioneered by Bruner [24] and has been widely used in many disciplines including science, and mathematics [19]. Studies have reported successful use of spiral approach for teaching programming [26], [22].

In this context, the primary objective of using the spiral approach is to provide a degree of “separation of concerns” and balance the three hurdles discussed in Section II. The initial iteration provides a gentle introduction to PDC concepts while focusing on gaining familiarity environment and programming language. Subsequent iterations emphasize PDC concepts and further expanding programming expertise.

In addition to the spiral approach, a bilingual-programming strategy is also proposed. The motivation for utilizing different programming languages is multifaceted. The primary objective is to facilitate distilling the core PDC concepts from the semiotics and semantics of programming languages. The concepts were initially introduced using Java, the programming language that students are most familiar with and then the concepts were spirally reemphasized in more depth in C++. The primary objective is to aid students to acquire a through understanding of the various PDC concepts while leveraging familiarity with a programming language to provide students with a “comfort zone” in an otherwise unfamiliar
programming environment. Another motivation is also to ensure students were conversant with PDC concepts in at least two widely used programming languages so as to aid with securing jobs or pursuing graduate studies. Moreover, such an approach increases the number of diverse modalities and learning opportunities for multifaceted comprehension. Analogous, multilingual strategies that utilize different spoken languages have shown to be effective in facilitating teaching and learning of complex concepts in various disciplines such as: computing, mathematics, and sciences \([3], [18], [23]\).

The proposed method and this paper focus on the collective effectiveness of spiral and bilingual-programming aspects and not on each aspect individually. The collective treatment is needed to address the pedagogical challenges discussed in Section II – i.e., spiral learning with one programming language is not sufficient meet all the learning outcomes, while just bilingual-programming (without spiraling) would merely exacerbate the pedagogical challenges already faced by students.

A. Course enhancements for spiral bilingual-programming

A spiral bilingual-programming strategy introduced in Section III was piloted in two consecutive offering of an operating systems course. Figure 2 summarizes the concepts covered in the spiral bilingual-programming modality. Initially, basic PDC concepts of multithreading, multiprocessing, and synchronization, and multiprocessing are introduced to students using a programming language that is familiar to students (shown with L1 labels). Subsequently, as illustrated in Figure 2, the topics are revisited in greater detail and exercised using a different programming language (shown with L2 labels). The additional instruction was accommodated by converting several introductory and background topics into extended reading-centered, essay style homework. Students were required to read selected chapters from the textbook and then respond to numerous short and few essay style questions to demonstrate knowledge of these topics.

In this study the two popular programming languages used were Java and C++. In the first iteration C++ was initially used followed by Java while in the second iteration Java was used as the initial language followed by C++. Accordingly, selected laboratory exercises and homework projects were performed in one language and the concepts were reemphasized in greater detail using the other programming language as illustrated by Figure 2. The initial iterations explored concepts of concurrency and issues of race conditions using a single shared object with two threads using one programming language. The next iterations expanded on the concepts and discussed parallelism, programming patterns such as producer-consumer, and synchronization between multiple threads using the second programming language. However, several laboratory experiments and homework assignments required students to explore PDC concepts in both Java and C++. Selected programming projects required students to compare and contrast their solutions against solutions supplied in the alternative language.

One comprehensive two phase programming project required students to develop solutions in both programming languages. The project involved using a given (specified as command-line argument) number of threads to process text files whose path was stored in a shared input queue. The text file processing required the program to display number of lines, words, and valid English words in the file. The results from the threads had to be coordinated to ensure the order of outputs matched the order in which files were present in the shared input queue. In addition to developing the programs, the second phase of the project also required the students to develop a detailed report contrasting various aspects of the implementations in the two programming languages, such as: design, lines of code, development time, run-time performance, and peak memory usage (please see Homework 10 Report Document).

IV. RESULTS & DISCUSSIONS: ANALYSIS OF DIRECT AND INDIRECT ASSESSMENTS

Assessment of the spiral, bilingual-programming approach was conduced using several direct and indirect methods. Several direct formative assessments were conducted as an integral part of the course in the form of laboratory exercises and homework assignments. Indirect assessments were conducted as surveys from students. The surveys were optional as per Institutional Review Board (IRB) requirements that were stipulated by the IRB while granting approvals for the various surveys and assessments published in this article. Furthermore, additional indirect assessment was collected in conjunction with the department’s ABET accreditation process. This section presents the data collated from the formative and summative assessments conducted from two consecutive course offerings, first iteration with C++ followed by Java and second iteration with Java followed by C++.
A. Course setting and student demographics

The spiral bilingual-programming approach was used to teach selected parallel and distributed computing (PDC) concepts in an undergraduate Operating Systems (OS) course. Due to prerequisite courses, the students have at least a junior standing when they enroll for the OS course. The first course offering consisted of 39 students with an almost even split between juniors and seniors, with seniors slightly outnumbering the juniors. The second course offering consisted of 46 seniors and just 10 junior students. Furthermore, the classes included students (shown in format \( \text{iteration1.iteration2} \), from the following four majors from two different departments: \( \{23, 43\} \) computer science and \( \{4, 1\} \) software engineering students from the CSE department; \( \{9, 11\} \) computer engineering and \( \{3, 1\} \) electrical engineering students from the Electrical and Computer Engineering (ECE) department.

B. Results from formative, direct assessments

The formative, direct assessment of student learning was conducted in both supervised laboratory settings and via homework assignments. The laboratory exercises were designed to guide the students in developing short programs on specific topics, validating their programs, conducting experiments to collect performance data, tabulating the results, and recording their conclusions based on inferences drawn from their observations. Several laboratory exercises consisted of converting C++ program to corresponding Java versions and vice versa. The laboratory experiments also compared and contrasted performance of multithreaded versions using a varying number of threads to single threaded versions.

The inferences and conclusions submitted by the students in the laboratory notes indicated that the students’ understanding of the concepts increased with the use of multiple programming languages. For example, students were expected to use runtime information of a multithreaded program that they developed to answer questions on theoretical versus observed runtime and performance characteristics of the programs. Initially, when only one language was used, the inferences drawn by the students were rather terse and to the point. Furthermore, the students descriptions favored the use of language-specific keywords and API methods names (such as: synchronized, notifyAll, etc.) rather than equivalent PDC concepts (such as: critical section, mutex, etc.). In contrast, similar exercises performed using a second languages elicited more deliberations and promoted the use of appropriate terminology rather than API method names. This observation strongly suggests that practice in two different programming languages facilitates students to distill concepts from their implementations. Moreover, students engagement in the form of spontaneous discussions contrasting the programs in the two languages notably increased, particularly on the topic of synchronization and runtime performance.

Laboratory experiments involving performance improvements due to multithreading elicited verbose commentary from the students as they explored various configurations and varying number of threads. Similarly, experiments exploring the effect of compiler optimizations (using compiler flags \(-02\) to optimize and \(-03\) to optimize aggressively) also excited the students and piqued their interest. These performance optimizations, particularly the ability to multithread programs, seemed to swing the student’s interest to focus on PDC concepts and increased questions about internals of how the libraries accomplished the task. Furthermore, the compiler optimizations triggered discussions on instruction set architectures, pipelining, Streaming SIMD Extensions (SSE), and superscalar operations on modern CPUs. The topics also spurred discussions contrasting the Java Virtual Machine (JVM) against native compilers in the context of Parallel and Distributed Computing (PDC).

Similarly, projects that required students to contrast solutions from first iteration against those developed in the second iteration elicited a more vibrant discussion from the students. Specifically, in the second iteration, solutions utilizing modern concurrent design patterns \([27]\) such as: atoms, promises, and futures (see Figure 2) excited students about these topics. The students focused not only on performance comparisons but also on contrasting various aspects of the two programming languages and libraries as well. The reports submitted by students for bilingual projects were fairly lengthy with an average of 317 \((\pm 163)\) words. The key topics involved in the student discussions are summarized by the word cloud in Figure 3. As illustrated by Figure 3, the bilingual-programming approach elicited attention on much broader range of topics, including: alternative approaches, comparative analysis, system calls, garbage collection, readability, and efficiency.

The projects also encouraged friendly competition between two camps of students, namely those who seemed to prefer Java versus those who seemed to favor C++. The friendly competition had a positive effect on lecture sessions motivating further introspection and discussions on various aspects of PDC. These observation were consistent in both versions when C++ was taught first followed by Java and vice versa. This observation indicates that the order of languages may not be as significant as contrasting solutions in two languages.

C. Results from direct survey assessments

A set of 18 PDC questions (please see supplementary material for the complete set of questions) were developed to systematically assess progress of students when the spiral bilingual programming approach was employed. The predominant subset of questions focused on core PDC concepts and were programming language agnostic. The survey consisting of 18 questions were administered to the students three times
and the results from them are summarized in Figure 4. The initial round of surveys (shown in red in Figure 4) were collected just after introductory materials on multithreading and multiprocessing were covered in the course. The interim data was gathered after the topics were covered in additional depth in Java. The final surveys were collected after spiraling over the topics in greater depth in C++. Since the assessments were optional, the number of students who responded to the survey questions varied.

The mean ($\mu$), median ($\tilde{x}$), and mode ($\hat{x}$) for the scores from the initial, interim, and final surveys shown in Figure 4 were: $\mu$: 6.55 ($\sigma$: 1.97), $\tilde{x}$: 6, $\hat{x}$: 6; $\mu$: 7.12 ($\sigma$: 2.56), $\tilde{x}$: 8, $\hat{x}$: 6; and $\mu$: 8.1 ($\sigma$: 2.47), $\tilde{x}$: 8, $\hat{x}$: 9 respectively. The data indicates that the students comprehension of concepts consistently improved as expected in the span of 2.5 to 3.5 weeks between successive assessments.

The survey questions that showed strong growth between the three surveys are tabulated in Table II. As summarized in the table, although the questions are conceptual and language agnostic, the proposed spiral bilingual-programming approach improved understanding of core PDC concepts. Classroom experience suggests that delving into the details underlying Java’s java.lang.Process and java.lang.Thread APIs via the use of fork and clone Linux system calls helped students obtain a better understanding of the operations.

D. SGID: Indirect Assessment

The University promotes the use of Small Group Instructional Diagnosis (SGID) that uses small-group discussion among students, lead by the University’s Advanced Learning Technologies (ALT) staff (i.e., not by any faculty), to provide informal feedback to an instructor during a course. In the SGID, 98% of the student voiced their opinion that teaching concepts first in Java and then delving into details with C++ as one of the significant strengths of the course. Furthermore, 100% of the students agreed that the class gradually proceeded faster with increased coverage, reflecting the increased level of detail and pace of the spiral teaching approach.

E. Results from summative indirect assessments

The summative, indirect assessments were collated from student feedback using both an identified and an anonymous survey. The identified feedback was obtained only in the first iteration (IRB suggested to avoid identifiable assessments for second iteration) as responses to the following question presented to the student at the end of their final exam:

*Question:* Unlike previous semesters, this semester covered threading and synchronization in two different languages, namely C++ and Java. Briefly comment on whether you think this approach of covering same concepts from two different languages was helpful to you to understand the concepts better. Note: This question is soliciting your honest opinion and therefore there is no correct or incorrect answer for this question.

The students’ free form responses were then mapped to a Likert scale in the range 0 to 4 (inclusive), where 0 corresponds to “not useful” while 4 indicates “very useful”. The histogram shown in Figure 5 shows the distribution of the feedback to the above two questions. Mapping of qualitative feedback from the students to the Likert scale was performed using selected keywords that were consistently used by the students. For instance, if the student used phrases such as: “very useful” or “very helpful” etc. those feedback was mapped to 4. On the other hand, phrases such as “not useful” or “unnecessary” were mapped to 0. Other feedback that expressed mixed opinions were suitably mapped to suitable numeric scores depending on the degree to which the opinions were expressed.
The data suggests that many students perceived that bilingual-programming was indeed beneficial, consistent with SGID data presented in Section IV-D. However, as indicated by Figure 5(a) about 28% of the students did not express the same opinion. In order to further explore this finding, the identifiable feedback from exams was correlated with the student’s overall weighted score in the course. The scatter plot as shown in Figure 5 attempts to illustrate the relationship between final scores and student opinion regarding effectiveness of bilingual-programming approach pursued in the course for teaching PDC concepts.

The plot in Figure 5(b) indicates that there was a weak negative correlation between final scores and student opinions. The Pearson correlation coefficient for the data was -0.276 indicating that some of the high scoring students did not consider the bilingual-approach to have had a significant impact on their learning. The observations were confirmed through another round of review of the student feedback. Most of the stronger, high scoring students (namely students that earned a “B+” grade or higher) indicated preference to have covered more advanced topics in the time that was invested in the first round of the spiral to introduce PDC concepts. These students seem to be able to grasp many of the core PDC concepts and are able to effectively apply it in other languages as well. Nevertheless, almost all of these high achieving students provided positive feedback about the knowledge and experience gained from comparative analysis of Java and C++. They indicated that bilingual-programming provided them with a better understanding and appreciation of design alternatives and PDC concepts.

F. Data from Course Outcomes Survey

The computer science program offered by the CSE department is ABET accredited and uses a system of outcomes-based assessment for the program and for each course in the curriculum. Continuous collation of necessary data is facilitated via a custom Learning Management System (LMS), called Cascade [13], that has been developed by the Department. Cascade-LMS was customized to collect pre- and post-course survey question to indirectly assess learning outcomes for the changes discussed in Section III-A. The questions were designed to assess appropriateness of topic, level of coverage, learning outcomes, and impact on program outcomes. However, it must be noted that the outcomes survey is optional and students are not obligated to complete the survey.

Table III lists the pre- and post-course survey responses. Pre-course responses were obtained from 41 students while post-course surveys were completed by just 26 students. The numerical values in the range 1 through 5 correspond to the following set of choices — 1: strongly disagree, 2: disagree, 3: indifferent, 4: Agree, and 5: strongly agree. Lower average values for pre-course outcomes survey indicates that students are not very confident about their understanding of the topic. Conversely, higher numbers recorded for post-course outcomes survey indicate that most students felt that they had gained a better understanding of the PDC concepts after completing the course.

G. Feedback from Course Evaluations

In addition to direct and indirect assessments, routine anonymous course evaluations were also collected from students electronically. The course evaluations are voluntary; 90% and 76% of students completed the evaluations in the two iterations of the course. The course evaluations are obtained in a Likert scale of 0 through 4. Overall the evaluations for the two course offerings were very positive with an overall student rating of 3.38 (SD: 0.5) and 3.61 (SD: 0.54) which were above the department averages of 2.8 and 3.2 in the two years respectively. The students also highly rated the contribution of this course to their education as reflected by responses to the following questions — Analyze problems and issues: 3.6 (SD: 0.68) and 3.9 (SD: 0.3); Appreciation for topic increased: 3.49 (SD: 0.87) and 3.78 (0.41); and Increased understanding of material: 3.51 (SD: 0.69) and 3.61 (SD: 0.54).

H. Overall Average GPA Trends

The overall GPA trends observed over several years is shown in Figure 1. As illustrated by the chart, increased coverage of contemporary PDC concepts clearly proved to be a challenge for the student body. However, the proposed spiral, bilingual-programming method had a positive effect on student learning and overall course outcomes despite increased coverage of contemporary PDC concepts.
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Quantitative mapping and analysis of the student feedback regarding the spiral bilingual-programming approach showed a weak negative correlation between student opinions and overall final scores earned in the course. The negative correlation and feedback indicated that the small subset of high achieving students are confident that they can grasp concepts taught in one programming language and apply them in the context of another programming language. On the other hand, majority of the students who earned a “B” or lower indicated a strong preference for spiral bilingual-programming. In feedback forms, these students often emphatically asserted that the spiral bilingual-programming approach significantly bolstered their understanding of PDC concepts. The students also commented positively on experience gained using two popular programming languages and their contributions toward their continued education and future employment. The proposed approach also had a marked positive impact in overall average GPAs from the course despite introduction of advanced PDC concepts.

The pedagogical experiences and assessments conducted as part of this research support the use of spiral bilingual-programming approach in teaching core PDC concepts. However, the bilingual-programming approach does require substitution of selected topics to accommodate the necessary instruction. Experience suggest that converting suitable topics into inverted classes and reading-centered homework assignments are effective strategies to accommodate the proposed approach into existing curricula. The assessments collated from two batches of students indicates that spiral bilingual-programming is an effective pedagogical approach for emphasizing selected concepts and deepen student knowledge.
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