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Abstract—This Innovative Practice Full Paper addresses the challenges of teaching data structures and algorithms to blind students using tactile media and a user-centered approach. Computer Science educators have long used diagrams and other visualizations to assist in teaching data structures and algorithms. As enrollments in computer science rise, a more diverse student body has led to widespread access to computer science, including an increase in the number of students with sight impairments that are seeking computer science degrees. In the Department of Computer Science at Tennessee Technological University we have been actively engaging in the development of methodologies and approaches necessary to facilitate creation of tactile documents suitable for helping students with sight impairments to understand and effectively use common data structures. Using tools generally available to practitioners, we applied a user-centered iterative process to develop standards necessary to create visual idioms that capture various data structures and algorithms as diagrams expressed using tactile documents. With feedback from our visually impaired students, we created several diagrams that represent various data structures using common drawing tools such as Microsoft Visio with Braille font. These documents were then printed using swell paper and a tactile printer. Students using these diagrams have reported gaining an increased understanding of concepts that were previously static abstractions only read about in their textbooks. Many lessons have been learned along the way that range from the general (i.e., how to properly space words in order to not affect ambiguity in the layout of diagrams) to the specific (i.e., how to demonstrate movement of data in a data structure using the tactile medium). In this paper, we report on the approaches used to create tactile diagrams representing various data structures, the ways in which we interacted with students in order to gain a better understanding of how to represent visual idioms in tactile form, challenges faced in creating the documents, and lessons learned. In addition, we discuss the work in the context of the state of the art, and suggest future investigations.

I. INTRODUCTION

Data structures and algorithms are an essential part of knowledge in Computer Science curricula. Understanding data organization in data structures as well as dynamic processes such as the flow of data and working of various algorithms require visualizations and animations. There are extensive studies that have been done on algorithm visualization effectiveness with encouraging results [1]–[6]. Visualizations bring dynamic processes and algorithms to life by graphically representing their disparate states and animating transmutations between those states. They illustrate data structures in a natural, abstract way instead of just focusing on the details of implementation. Images and diagrams are required in data structures and algorithms courses to facilitate student comprehension and to pique interest in learning these core computer science concepts. Because of this, data structures is the most challenging course for a visually impaired student to complete in a computer science curriculum. Overcoming this challenge is important in order to increase the participation and performance of blind or visually impaired students in Computer Science.

In the Department of Computer Science at Tennessee Technological University we have been actively engaging in the development of methodologies and approaches necessary to facilitate creation of tactile documents suitable for helping students with sight impairments in order to increase understanding and effective use of common data structures. Tactile documents consist of documents that allow readers to interpret page contents through the sense of touch. Using tools generally available to practitioners, we applied a user-centered iterative process to develop standards necessary to create visual idioms that capture various data structures and algorithms as diagrams expressed using tactile documents. With feedback from our visually impaired students, we created several diagrams that represent flow charts, arrays, lists, trees, heaps, treaps, queues, stacks, hash tables, and graphs using common drawing tools such as Microsoft Visio with a Braille font. In addition, we used “animation” techniques to illustrate algorithms by showing progression of operations with several diagrams. These documents were then printed using Swell paper and a tactile printer. Students using these diagrams have reported gaining an increased understanding of concepts that were previously static abstractions only read about in their textbooks. Many lessons have been learned along the way that range from the general (i.e., how to properly space words in order to not affect ambiguity in the layout of diagrams) to the specific (i.e., how to demonstrate movement of data in a data structure using the
tactile medium). In this paper, we present the approaches used to create tactile diagrams representing various data structures, the ways in which we interacted with students in order to gain a better understanding of how to represent visual idioms in tactile form, challenges faced in creating the documents, and lessons learned. The remainder of this paper is organized as follows. Section II discusses background information in the area of providing accessibility support to the blind and present related work. Our experiences and approaches for addressing the needs of our students is presented in Section III, including our techniques for interacting with students, resources used, and example documents. Section IV discusses evaluation metrics that we employ for our tactile documents using criteria provide by BANA [7]. Finally, Section V draws conclusions and suggestions for future investigations.

II. BACKGROUND

In this section we describe background information and related work on accessibility for blind and visually impaired students.

A. Accessibility Approaches

Tactile Graphics are images that use raised surfaces so that visually impaired people can feel them with their fingers and interpret non-textual information such as maps, paintings, graphs, and diagrams. Tactile graphics are a subset of accessible images which are images translated as verbal description, sound, or textual (haptic) feedback. Screen readers are a form of assistive technology that converts text or other similar media into either audio or Braille, for instance. Screen readers are essential to blind or visually impaired students. Our students use Freedom Scientific’s “Job Access With Speech” (JAWS) screen reader. The JAWS Scripting Language allows users to use programs without standard Windows controls and programs that were not designed for accessibility. Sonification is another assistive technique that uses non-verbal audio cues for the blind. Another significant assistive technology that is typically used is a tactile printer to print Braille onto Swell paper. In the work described in this paper we are primarily focused on the creation of tactile documents using tactile printers within the context of a data structures course.

B. Related Work

With rising enrollments in Computer Science and a much needed increase in diverse populations into STEM fields, there is some literature and work aimed toward helping blind students succeed in Computer Science. There is extensive literature on the benefits of learning data structures and other computer science fundamentals using visualizations and animations [1]–[6]. Zemke presented a very interesting case study in 2018 of successfully teaching engineering graphics to a blind student using 3D printed parts, a braille sketch pad, and computer assistive technologies [8]. However, there is very little work focused on teaching the visual aspects and animations specifically of data structures and algorithms to blind and visually impaired students.

1) Learning Data Structures Through Visualizations: Alzubaidi et al. present research showing that visual aids and multimedia contribute positively to the understanding of data structures in computer science [9]. Shaffer et al. has also presented work on improving computer science undergraduate instruction in algorithms and data structures by providing students with data structure visualizations and animations into the curriculum [5]. Each of these highlights the fact that a similar medium is necessary as a supplement to text used to illustrate data structures. As such, we have focused on attention on an alternate media for sight impaired students.

2) Programming: Various software has been created to assist blind students write programs. Franqueiro and Siegfried created a scripting language to help blind students program in Visual Basic, which is a highly-visual programming language [10]. In addition, Stefik et al. focused on designing education infrastructure for the blind in computer science in which they came up with an auditory programming environment called Sodbeans and a programming language called Hop that allowed students to program with an auditory debugger and to write code that connected to their screen reader [11]. Each of these highlights the fact that identifying ways to support blind software developers has been of interest in the community for some time.

3) Enhancing Understanding of Data Structures and Algorithms: Calder et al. have focused on demonstrating algorithm animations through software called PLUMB EXTRA which conveys an algorithm animation using audio cues and synthesized speech [12]. Califf et al. used a closed-circuit television (CCTV) to allow their visually-impaired students magnify documents containing AVL tree rotations and graphs in order for them to see the animations [13]. This worked well for their students, who were not blind but had a vision impairment. Connelly discussed efforts to educate a blind student in Data Structures by using tactile objects such as dominoes [14]. Other researchers discussed that they developed learning activities that used tactile manipulative objects to teach computing concepts [11]. These methods work well in very small class sizes, but will not work in classes of over seventy students like ours at Tennessee Technological University.

4) Tactile and Haptic Methods: There are a variety of methods that have been researched to produce alternate-media versions of images. Hasper et al. describe the 3D IMAGINE project where by they have developed methods to create and evaluate 3D tactile images to aid in teaching STEM courses to visually impaired students [15]. Their studies demonstrate the usefulness of creating tactile STEM models for blind and sighted students and included visualizations for astronomy and biology.

Balik et al. created specialized, accessible software that could help blind (and sighted) students view and create node-link diagram (graphs) [16]. Fitzpatrick et al. [17] developed an approach that will allow blind students to understand statistical graphs such as discrete and continuous data graphs by using the statistical software environment R to compute semantics
for these diagrams and make them web accessible [16]. Ohene-Djan et al. presented a set of grammar tools that can be used by blind people to draw [18]. These tools enabled users to present graphics by mapping the cognitive visualization of blind people into spatial information on a computer screen and promoted an interactive drawing environment to build objects, associations, and layout information. There is also work being done [19] to use haptic and auditory interaction tools to engage Kindergarten through 12th grade students with visual impairments in robot programming. This work was focused on making computer science exciting for visually impaired students and allowing these students to become an active participant in robotics-based computing activities. Our work at Tennessee Technological University is similarly oriented towards touch and haptic methods. Our approach focuses on use of tactile printing through the development of a user-centered methodology for developing diagrams.

III. APPROACH

In this section we describe the context for our work including the students, the out of the box supports available in commonly used components of instruction, and the ways in which we develop accommodations for visual media, including the use of user-centered feedback and iteration. We also provide a number of examples that illustrate both the challenges faced as well as lessons learned.

A. Students

The Department of Computer Science at Tennessee Technological University offers Bachelors, Masters, and Ph.D. degrees and consists of approximately 600 total students. At present, we have a small population of students with visual impairments, including students that are blind. In this paper we describe our work on how we developed support for visualizations normally meant for sighted students. In particular, we make reference in this paper to some of our blind students that have recently entered our program. The students entered our Bachelors program in Fall 2018 and Fall 2019, respectively, and are high achieving individuals, with each taking part in advanced studies through the honors program or through undergraduate research. An important quality of these students is their level of engagement with instructors, making the ability to develop accommodations both easier and enjoyable.

B. “Out of the box” Accessibility in CS

Research suggests that course materials should be provided in several different formats (e.g., visual, auditory, and text-based) to enable students of different learning styles to absorb the concepts [20], [21]. This can be especially challenging with visual information and concepts required by the topic of data structures and demonstrating dynamic changes in algorithms. Below are a number of common resources that students regularly access along with accessibility accommodations provided in each “out of the box”.

1) Textbooks: We prefer to use digital, online textbooks provided by Zybooks [22] in a number of courses, including our Data Structures course. The textbooks provide students with a mixture of formats including textual information, simulations and animations of data structures, sample code and pseudo-code, and practice exercises that can be assigned as homework. The practice exercises include multiple-choice questions, fill-in-the-blank questions, definition-matching questions, and programming practice where students can write, compile, and run code directly within the Zybooks environment. Visually impaired students are able to have their screen reader read the Zybooks text and sample code, allowing them to read and answer the practice exercises just as their sighted counterparts. However, the animations and visualizations cannot be translated by the screen reader, thus motivating the work described in this paper. As such, while the online textbook is still a better and more interactive option than a PDF version of an e-book, it lacks some of the active learning supports afforded to sighted students. ZyBooks is available in an “accessibility mode” which increases color contrast, makes coding windows easier to use with screen readers, and replaces definition match activities with an accessible and equivalent alternative. Traditional textbooks are usually provided electronically in PDF format, which is typically not translated properly by screen readers, especially when they contain equations.

2) Equations: Studying algorithm efficiency requires equations to be conveyed to students. Our students have indicated that the best way to write equations for their screen reader translate is by providing the equation in TeX and \( \frac{1}{2} \). Another accessible way to provide equations for students is by using MathType, which is software created by Design Science. We use a MathType plugin in the Microsoft Word application. Using MathType, students can toggle equations in Microsoft Word to other math markup languages such as TeX, \( \frac{1}{2} \), and MathML. Using the built-in Microsoft Word equation editor is not read properly by the screen reader (JAWS) that is used by our students. If we have a PDF document that contains an equation that we want to make accessible to our students, we use EquatIO by Texthelp Ltd. EquatIO allows educators to take a screen capture of an equation in any format and it will translate that equation to \( \frac{1}{2} \), MathType, or many other formats that you may need. After translating, the educator can edit the equation and can also listen to how the equation will be read by screen readers to make sure it is correct.

3) Integrated Development Environments: While we do not require that students use specific integrated development environments (IDEs), text editors or compilers, we do make various recommendations including that they use Microsoft's Visual Studio Code (VSCode) to write and compile code in C++. This allows students to explore and find the compiler or IDE that works best on their devices. We also allow students to email us their solutions to programming assignments before the due dates to ensure that their program will compile on our computer as well as theirs.

Our blind students have reported that IDEs (and software
in general) that require minimal mouse clicking always work better with screen readers. For coding they mostly used VSCode, because it has a code-completion which is accessible for screen readers. VSCode also allows the students to create tasks, which will allow them to press a key combination to allow the task to run such as `ctrl+shift+b` to build a project.

4) Lectures: We teach fundamental data structures and algorithms by first presenting an example through a diagram or animation. Then, we present less abstract examples of the data structure. Then, we demonstrate more concrete examples of the data structure or algorithm with pseudo code and C++ code.

We use a combination of methods to convey information in the classroom. Speech, presentation slides, demonstrations with stylus and OneNote, code examples, and sharing online resources. The U.S. Individuals with Disabilities Education Act (IDEA) [23] mandates that equal education opportunities be provided for students in the most integrated setting possible. For visually impaired students, speech is no problem. Microsoft PowerPoint presentation slides are delivered to the students before class (which can be read by a screen reader) and they are presented with speech and appropriate tactile diagrams for visual information. Tactile diagrams are also provided for visualizations and animations of algorithms and data structures that the instructor demonstrates on the computer screen with a stylus. Websites that use CSS/HTML are great for screen readers so they present no problem for students with visual impairments.

We are careful to minimize exclusive non-verbal communication such as head shakes, nodding, and pointing. Also, it is important to verbalize exactness instead of saying “this” or “that”. We try to be mindful to verbalize and describe everything in the classroom. Sometimes, we have students demonstrate algorithms or do live-coding in front of the class. These students usually do not verbalize their actions to be inclusive of blind students and so we verbalize their actions for them.

C. Developing Accommodations for Visual Media

As we have discussed previously, much of the study of data structures uses the visual genre to convey information about important concepts, which creates impediments for students with visual impairments [12]. Our process for developing accommodations for visual media includes:

- Design
- Feedback
- Iteration
- Construction and Printing

1) Design: The first task of developing visual media for blind students is to design the diagram. We have created diagrams of all data structure visualizations as well as all algorithm animations discussed in our Data Structures and Algorithms course. The first line of each diagram has a label or title indicating the purpose of the diagram and a diagram number. The purpose of the diagram communicates the genre of the data structure, thus providing context to the reader. The diagram numbering is based on the order that the diagram is presented within the particular chapter that is being covered at the time. The diagrams often contain shapes in addition to the Braille font labels and descriptions. Some of the tactile diagrams we use allow us to show how data is organized in a data structure. For example, a singly-linked list is shown below in Figure 1(a), and Figure 1(b) shows the same document in Braille. The singly-linked list in Figure 1(a) shows three nodes, each with a corresponding integer value and a pointer link to subsequent nodes in the list (or to “NULL”). In the case of these diagrams, the labels on the Braille version (i.e., Figure 1(b)) communicate important features of the diagrams including the head and the tail references of the list, and the labels in the boxes indicating values of each list item.

In addition, since the tactile printers draw lines, readers can easily find the connections between data structure elements. Proximity of the head and the tail communicates which items in the list are the head and the tail, respectively. We have used diagrams to represent flow charts, arrays, lists, trees, heaps, treaps, queues, stacks, hash tables, and graphs in a similar way.

Another important aspect of learning about data structures is the fact that the data contained in them are dynamic, with the internal relationships between different elements changing over time. We demonstrate changes in a data structure by creating multiple versions of the structure in several different diagrams. Annotations on the diagrams allow us to communicate different state changes in the data structures, with the top line in the diagram providing context (i.e., the data type being represented). For example, we can demonstrate a left-right rotation of an AVL tree by providing three diagrams in one document. Refer to Figure 2(a), which shows the left-right rotation of an AVL tree and then Figure 2(b), which shows the same document in Braille. Each stage of the respective diagrams represents changes to the data structure after a balancing operation is performed. Specifically, the first stage shows the AVL tree before rotation, the second stage in the middle shows the AVL tree after the first rotation, and the last stage in the diagram shows the state of the tree after the second rotation. The Braille version of the diagram in Figure 2(b) depicts exactly the same information using the standards we describe later governing guidelines such as proximity and content of the labels, structure implied by the lines, and context (i.e., the data structure type) to convey internal structure.

2) Feedback and Iteration: An important aspect of creating diagrams for tactile readers is the employment of user feedback. That is, we are very cognizant of being user-centered in our creation of diagrams in a tactile media. The instructor of the data structures course acquired regular feedback from the students in various ways. One way was via email communication. However, the most helpful feedback was with quick conversations directly after each class period with each student where the instructor would ask questions about the understanding of the content in the diagrams used during lecture. Occasionally, further discussion was required.
and therefore individual meetings were helpful to provide the students deeper understanding of the content and for the instructor to determine how the diagrams could be improved. One of the early diagrams we created simply did not lend itself in the tactile media format, which led to a valuable lesson learned on our part. Our first programming assignment in data structures introduces students to using classes and objects in C++. As typical with this assignment, we created a diagram that conveyed classes and their interrelationships. In Figure 3 we show a portion of this diagram where we demonstrated classes and relationships between the class data to increase understanding of the assignment. The diagram shows a *Movie* object with a number of attributes including a title, year, genre, rating, and stars. Each of the string attributes were then mapped to text objects as shown in Figure 3(a). While this diagram worked well for our sighted students, the corresponding naive translation in a tactile version for our blind students had many issues. There was too much information to be conveyed in a single document and the text was too small. In addition, some of the lines in the document were too close together to be felt individually. As such, in the case of Figure 3, we had to verbally describe the relationships since the diagram was ultimately unusable.

We found in the long term, that the most useful diagrams were developed in an iterative process using student feedback. For example, consider the diagrams shown in Figure 4. Using a more user-centered and iterative approach we were able to successively refine representations of binary tree structures from the original (shown in Figure 4(a)) to a more complete representation (shown in Figure 4(c)). Note that in the diagrams we represent here that the diagram we provided to the students were ultimately printed with the Braille font but for brevity sake are omitted from the paper.

A sub-section of the first diagram we created to introduce the tree data structure is in Figure 4(a). The diagram shows a subtree with a node labeled “18” in the root of the subtree with left and right children 15 and 6, respectively. The dots in the nodes lowest row of the tree depict NULL pointers. Each of the nodes are connected to each other with an arrow to provide directionality. With our student’s feedback we learned that there were several issues with this diagram that made it unreadable. First, all text should be the same size and be 24 point font. Second, we learned that numbers in Braille must have a ‘#’ in front of them to indicate that it is a number. The reason why is because the capital letter ‘A’ and the number ‘1’ both have a single dot for their Braille representation; therefore
using the ‘#’ makes it clear that we are using a number. We then gave the students the next iteration of this diagram in Figure 4(b). The students told us that they could now read the text and tell the difference between the numbers and letters, but there were still significant improvements that could be made. For instance, the diagram was too cluttered and there was too much being presented on one page. Also, some of the diagram was not printed due to the content being outside the printing range. They additionally said it would be helpful to put the diagram numbers and title of the diagram at the top of the page and to leave some space before the diagram begins. They also reported that it was sometimes difficult to distinguish right child from left child and that it would be helpful to indicate the NULL pointers in the tree. The last change was to increase the size of the arrow heads so that they are more distinguishable and better indicate the direction of the pointers. The diagram in Figure 4(c) represents the final version of this diagram after all the improvements. These improvements include all of those features mentioned above. The students reported that this diagram was very usable and exactly conveyed the structure of a binary tree.

3) Creation and Printing: We are unable to read braille font proficiently so we first create the diagrams using visual diagramming software such as Microsoft Visio, in 24 point New Courier font. We use New Courier because it is a monospaced font where letters and characters each occupy the same amount of horizontal space, which is the same for braille font. We save this version of the diagram so that we can use it to make future iterations. Then, we convert the font to Braille Kiama True Type font with no shadow dots because this is the recommended font to be used with the specialized paper needed for printing tactile documents. We downloaded the Braille Kiama True Type font from the Texas School for the Blind and Visually Impaired website [24]. The font size that prints best on Swell paper is bold, 20 to 24-point. We save this version of the diagram and then we ultimately create a PDF version. Our use of a tactile printer in the context of a computer science program and data structures course is one of the features of our approach that enables scaling to larger audiences. While the approaches of Connelly [14] and Stefik et al. [11] address similar problems, we believe that use of manipulatives will not scale as well as the printed option.

The diagrams are printed on Swell paper with a tactile printer called TactPlus. Swell paper is durable fine thermal foamed capsule paper that “swells” along specified black/dark lines when it is heated by the TactPlus printer, which prints Braille and graphics simultaneously. The printer can only print on 8.5 x 11 standard-sized Swell paper, so diagrams are limited to that size. A diagram takes approximately 3 to 5 minutes to print. One interesting feature of the TactPlus printer is that it provides sound guidance during the printing process to assist visually impaired users.

IV. EVALUATION

A. Quality Criteria

The Braille Authority of North America and the Canadian Braille Authority has specified a complete set of “Guidelines and Standards for Tactile Graphics” [7] for assisting those that are interested in creating accessible tactile documents. In this section we identify the standards that we followed to create quality diagrams.

1) Content: The most important task of creating a tactile diagram is deciding on the purpose and the critical information that needs to be portrayed by the diagram. The drawing needs to be simplified to only the necessary components. There should be a heading or title at the top of the diagram. When using a number, you must type a number-sign ‘#’ before the number. There are some symbols that should be spelled out
instead of the symbol used. For example, write the word “and” instead of using an ampersand. If the diagram contains an equation, there are some guidelines for symbols that should be typed to represent the operands and functions. For example, fractions should begin with a question mark and end with a number sign (?1/3# is one-third).

2) Size, Spacing, and Lines: Diagram components should not be cramped or cluttered. There should be appropriate space between shapes, lines, and labels so that the reader’s fingertip can sense the separation of content. Braille should be between 20 to 24 point font in size, bold, and 1.5 spacing. Lines must be far enough apart to be able to distinguish them separately. There should be one blank line between the diagram heading and the graphic.

3) Labeling: Diagram components often need labels. There should be just enough space between the component and the label to distinguish them but still be able to tell that the label belongs to that component. Abbreviations may be made for labels, but make sure to follow the approved abbreviations in the guidelines document mentioned earlier.

B. Student Feedback and Changes

The first diagram we created for the Data Structures class was a flow chart to demonstrate algorithm steps. One of the students claimed that he had previously read in a textbook how a flowchart worked, but had never been able to visualize one in his mind until he read through the tactile flow chart diagram. This was the defining moment where we knew the diagrams were increasing understanding of the content. Both students offered advice throughout the semester on how some of the diagrams could be improved for usability, some of which are described below.

1) Content: With feedback from the students, we were able to simplify the content being displayed on the diagram to make it less cluttered. For example, in the first diagrams we created for the students we originally had several sentences of text explaining what the diagram was, which was unnecessary for understanding the content. Another content change was that students informed us of their difficulty of identifying a specific graphic that was being talked about in class and so we developed a numbering system for the diagrams.

2) Size, Spacing, and Lines: Some spacing issues arose when we created diagrams where the font was too bold, which caused the braille dots to over-swell and resulted in students not being able to distinguish the individual dots. There were also times where lines in a diagram were too close together, which would change the meaning of the diagram. Some of our graph diagrams had intersecting edges, which the students reported were difficult to follow. In some cases, we were able to move graph vertices around to where the graph edges were no longer intersecting. In others, we added an adjacency matrix to indicate edges.

3) Labeling: We provided some weighted, digraph diagrams where we had a weight label for each edge. Occasionally we provided a diagram in which students indicated that they were unclear of the matching between edges and weights. We found that there is a balance between making sure the label is not too close to the line so that it can still be read, but not too far away so that students could tell which edge the label belonged to. For dense graphs, we sometimes had to remove the edge weights and instead provide an adjacency matrix with the edge weights.

C. Student Performance

In addition to being able to discuss topics and ask relevant questions in class, the visually impaired students performed well on exams and programming assignments. They were able to demonstrate that they had gained a deep understanding of data structures through the tactile-diagrams, accessible course materials, and lectures. We appreciate that we could have gained more knowledge by comparing performance of students using the diagrams to the performance of students not using the diagrams by our blind student population. However, we do not have substantial population in order to do this comparison.

D. Limitations

Creating usable, accessible, tactile diagrams that accurately present data structures and algorithms take significant time.
and dedication. Diagrams take longer to print than a standard document. Therefore, instructors must prepare way in advance of the time when they expect to deliver the content covered by the diagrams. Also, the space limitation of a standard-size page means that diagrams are limited in size. A large graph or binary tree would have to be reduced, which may cause loss of meaning for a particular algorithm or animation. Instructors must also have access to a tactile printer with specialized Swell paper in order to print the documents.

V. CONCLUSIONS AND FUTURE INVESTIGATIONS

Our approach to addressing the accessibility of diagrams used in a data structures course is, by necessity, a user-centered, iterative process. We engage our sight impaired students in this endeavor in order to gain deeper awareness into what their needs are with respect to communication of concepts that are embedded in diagrams for which we may have some inherent bias. Our user-centered, tactile diagram creation efforts allowed us to create usable diagrams to increase understanding of data structures and algorithms for our blind students. Although time-consuming for the instructor, we were able to provide a visual and deeper understanding of fundamentals in data structures, which would have been impossible otherwise.

We often evaluate a student’s understanding of a data structure or workings of an algorithm by having the student construct and demonstrate their own visualizations. The effectiveness of this practice in our classroom is based on the social constructivist learning theory [25]. Although we have figured out a method to create tactile diagrams for our blind students, we would like to investigate methods for which our blind students can create and present visualizations for assessment of their understanding and to increase their understanding. This would require researching methods which would automate the creation of the diagrams. In addition, we are interested in engaging sighted students to determine how they can better communicate similar information in order to prepare them to work in diverse teams that might include those with sight impairments.
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