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Abstract—This full paper, categorized as Research-to-Practice, presents an investigation on the role of source code vocabulary in introductory programming learning practices. According to software engineering literature, source code vocabulary is a fundamental aspect of software quality as it contributes to software readability and eases maintenance and evolution tasks. Furthermore, some studies show that identifier naming and comments in the code tend to use terms that reflect the software problem domain specification and can be used, for instance, to localize feature. In this paper, we build upon this knowledge of software engineering and investigate how we can take advantage of it in computer science education, specially on the teaching of programming. We conducted a twofold empirical study in an introductory programming course to investigate: (1) How to give automated feedback about identifier naming, aiming to improve software readability, and (2) To what extent source code vocabulary reflects problem specification comprehension, which is crucial to effective programming problem-solving. In the first study, we found that 51.7% of the students improved their source code vocabulary, after receiving such feedback. In the second study, the results showed that students tend to manage to better comprehend the programming problem being solved when their code identifier names are connected to the related description. It is a promising indicative that we can use this information to assess the problem requirements comprehension, which is a fundamental step in the programming problem-solving cycle. The main contribution of this paper is to shed light on the source code vocabulary terms can also be used to locate features in software code [27] [24].

In our research, we investigated how we can take advantage of these findings from software engineering research regarding source code vocabulary in the context of computer science education, especially on the teaching of programming. So, we conducted a twofold empirical study to investigate: (1) How to give automated feedback about identifier naming, aiming to improve software readability, and (2) To what extent source code vocabulary reflects problem specification comprehension, which is crucial to an effective strategy to programming problem-solving.

In the first study, we focused on identifier naming - the process of choosing adequate names to denote code identifiers referring to variables and methods. We propose an innovative approach to automatically generate feedback about the quality of code identifiers considering the programming problem specification. The rationale behind this idea is simple: the specification includes fundamental concepts of the problem and using the same descriptive terms, or its derivatives, to name code identifiers can adequately communicate the problem context semantics.

We implemented IQCheck (Identifier Quality Check), a proof-of-concept tool to evaluate this proposal by conducting an experiment within an introductory programming course. Besides, we investigated the effectiveness of providing automated feedback in students’ code of programming problem-solving exercises. We found as a result that feedback provided by the tool, referring to identifier quality, is correct 75.0% of the time having instructors’ manual assessment as a baseline. Furthermore, we found that 51.7% of the students who received automated feedback improved their program identifier names. It means that this approach can help students to improve their program’s readability from early coding experiences.

In the second empirical study, we investigated the link between source code vocabulary and programming problem comprehension. We conjectured that when a student includes terms of the problem specification in her code, she not only writes a more readable code but also gives instructors hints that she knows what is the program about and what it is expected to do. In this study, we observed functionally incorrect programs. These are those programs which pass some test-cases but not
all of them. Our results suggest that the more incorrect the program the less it has terms of the programming problem description.

This paper inspects the role of the source code vocabulary in the teaching of programming and claims that it is as a rich source of information that can be used to produce effective and useful feedback to learners. It is possible to assess identifier naming and provide automated feedback when contrasting it with the programming problem specification vocabulary. Such feedback goes beyond identifier naming convention rules, as it includes semantics captured from the problem domain. Furthermore, it is also a promising indicative to assess problem requirements comprehension, which is a fundamental step in the programming problem-solving cycle.

II. RELATED WORKS

Automated Assessment Systems (AAS) are tools used in programming courses to assess student-written code since 1960 [9]. AAS can generate automated and timely feedback to provide support to students in the learning of programming. In general, AAS can employ similar features [13]. The most common feature employed by these systems is feedback generation about program’s functional correctness. AAS may also provide features such as quality assessment in terms of programming style to improve the visible appearance and readability. It encompasses guidelines to format programming instructions and may provide rules referring to identifier naming, commenting, indenting, and white spaces.

Many AAS apply comparable approaches when assessing identifier naming. Typically, it checks the student-chosen names against a set of naming convention rules or programming language patterns. ASSYST [14], CheckStyle [7], PMD [20], STYLE [22], Style++ [2], among others, are tools that apply such rules to help students when choosing and naming identifiers. Typically in those tools, identifiers are evaluated by its length in characters. If it is greater than or equal to a predefined size. In this case, a feedback is provided noticing that the identifier name length is lower than expected. Also, there are other rules related to multiple-word names. It suggests the use of underscore or camel case separators. We argue that these systems’ approach can go beyond identifier naming rules and take into consideration semantic aspects of programming problems.

Glassman, Fischer, Scott, and Miller’s work addressed identifier naming in a different way [11]. This approach is the closest to ours, as it intends to examine identifier names by observing vocabulary used in their constructions. In their work, they ask instructors to inspect, through a user interface, student-chosen identifiers grouped by the values those variables can take during the program execution. The interface helped teachers give personalized variable name feedback on thousands of student programs from an EdX introductory programming (MOOC) Massive Open Online Course. We argue that the overhead required to use the Glassman and colleagues’ proposal is higher than to use our approach. We speculate that having the instructors to inspect every new identifier name and also assess them is a big hurdle to impose.

This work goes beyond suggesting an incremental improvement on current AAS, as it pushes a step further on identifier naming rules discussed in this section. In our approach, we take into consideration semantic aspects related to the programming problem context. The connections students do between the context and their code production show how it makes sense for them. This activity is a fundamental step in the learning process. According to contextual learning theory, “learning occurs only when students process new information or knowledge in such a way that it makes sense to them in their frames of reference” [12] [5].

Our proposal, drive students to create more relevant and contextualized identifier names when developing their source code. Moreover, it can help them to discover and make meaningful connections between their programming problem comprehension and the problem being solved. We speculate that when the student’s code vocabulary is in agreement with the vocabulary of the programming problem specification students are led to higher comprehension and performance. Thus, relevant concepts are internalized in their mindset, through the process of discovering, reinforcing, and relating.

III. BACKGROUND

In this section, we are going to briefly describe how IQCheck works, a proof-of-concept tool created to evaluate our approach in an introductory programming course. It generates and provides automated feedback by using programming problem specifications as input. It is worth noting that, in this evaluation course, both instructors’ and students’ natural language is Portuguese. This tool checks the quality of identifier names by examining source code vocabulary and contrasting it with the terms in the problem specification. As a premise of IQCheck, the more source code vocabulary includes the terms of the programming problem specification - hereafter called “reference vocabulary” - the easier it is to read, understand, and maintain.

The functioning of IQCheck is simple. It statically analyses the code to extract identifiers, in this case, variables or user-defined function names. Then, it generates and presents warning messages about those considered to be inappropriate, which are those names unrelated to at least one word or inflected terms of the reference vocabulary. IQCheck was built based on the premise that it should be as silent as possible, it only provides feedback messages when discover an inadequate term, to encourage learners to produce more relevant names according to the problem specification.

IQCheck performs a normalization process on the specification of programming problems to create the problem reference vocabulary. This process aims to detach from specification text single canonical terms that could be used as code identifier names within student’s programs. Firstly, IQCheck tokenizes the specification text to extract and obtain lexicons denoting words. In sequence, IQCheck applies words transformation. If
Fig. 1. (a) shows the program implemented by a given student in answering the original Portuguese-written description. When the student requested feedback messages, IQCheck provided the warnings shown in (b) regarding the identifiers in lines 2, 3, 4, 5, 7, and 8, as they were not based on words of the original Portuguese-written description. In addition to these identifiers, IQCheck could have marked as inappropriate others such as “count_spectator1”, “team1”, “digit”, “num1”, and “stand5”. (c) shows the program shown in (a) after the student had received useful hints on how to choose more contextualized identifier names. (c) proves that the student renamed the identifier name in line 2 from “a” to a more adequate “spectators”. In (a), (b), and (c), the original language was translated to English so that we could show how the student’s choice in (c) connected back to the description shown in Table I after the warnings shown in (b).

<table>
<thead>
<tr>
<th>Listing 1. (a)</th>
<th>Listing 2. (b)</th>
<th>Listing 3. (c)</th>
</tr>
</thead>
<tbody>
<tr>
<td>#coding: utf-8</td>
<td>#coding: utf-8</td>
<td>#coding: utf-8</td>
</tr>
<tr>
<td>a = 0</td>
<td>spectators_a = 0</td>
<td></td>
</tr>
<tr>
<td>b = 0</td>
<td>b = 0</td>
<td></td>
</tr>
<tr>
<td>for i in range(5):</td>
<td>for i in range(5):</td>
<td>for i in range(5):</td>
</tr>
<tr>
<td>inp = int(raw_input())</td>
<td>inp = int(raw_input())</td>
<td>inp = int(raw_input())</td>
</tr>
<tr>
<td>a += inp</td>
<td>spectators_a += inp</td>
<td></td>
</tr>
<tr>
<td>for k in range(5):</td>
<td>for k in range(5):</td>
<td></td>
</tr>
<tr>
<td>inp = int(raw_input())</td>
<td>inp = int(raw_input())</td>
<td></td>
</tr>
<tr>
<td>b += inp</td>
<td></td>
<td></td>
</tr>
<tr>
<td>if a &gt; b:</td>
<td>if spectators_a &gt; b:</td>
<td></td>
</tr>
<tr>
<td>print &quot;The first team brings more spectators into the stadium.&quot;</td>
<td>print &quot;The first team brings more spectators into the stadium.&quot;</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>the stadium.</td>
<td>the stadium.</td>
<td>the stadium.</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>else:</td>
<td>else:</td>
<td>else:</td>
</tr>
<tr>
<td>print &quot;Tie.&quot;</td>
<td>print &quot;Tie.&quot;</td>
<td>print &quot;Tie.&quot;</td>
</tr>
</tbody>
</table>

The word contains capitalized or accented letters it is transformed in other with those letters noncapitalized and nonaccented, respectively. After that, IQCheck applies the detection and removal of stop-words, which are words with little lexical content (e.g., prepositions, articles, numbers, and punctuation marks). Stop-words have no relevant or meaningful content to be used to name an identifier. They are unrelated to the programming problem concepts.

Besides stop-words, IQCheck detects and removes special characters, words formed by repeated letters, followed by numbers, and those smaller than three characters [4]. Finally, IQCheck applies the stemming of words, converting plurals into singulars, transforming conjugated verb forms into infinitives, and removing suffixes from adjectives. When IQCheck is checking code, it considers adequate those inflected words from stems of the reference vocabulary. For example, “counter” and “counting” are two words inflected from the same stem, thus they would be transformed into the unique stem “count” without their suffixes “er” and “ing”.

Internally, IQCheck implementation uses Abstract Syntax Trees (AST) [3] Python module to parse code and an implemented algorithm to extract its names. To create the reference vocabulary, IQCheck uses Python modules of Natural Language ToolKit (NLTK) [19] such as Tokenize [25] to tokenize the description, NLTK’s list of Portuguese stop-words to detect and remove stop-words, and RSLP Portuguese stemmer [23] to stem words. In addition, IQCheck uses a Python built-in method to convert words with capitalized; Unidecode module [26] to convert words with accented letters; and RegEx module [21] to detect and remove special characters, words formed by letters repeated, followed by numbers, and having a length less than three.

In Table I, we present a typical programming problem specification (also shown in our previous paper [18]). It was translated from the original Portuguese description to English. In Figure 1, we show the first version of a student program, along with the feedback messages it received, in contrast with the second version of the same program. It would be considered adequate identifier names, to answer the programming problem shown in Table I, those based on words such as “group”, “number”, “team”, “spectator”, and “stadium”.

### Identifiers

<table>
<thead>
<tr>
<th><strong>5 Warning(s)</strong></th>
</tr>
</thead>
<tbody>
<tr>
<td>- <em>k</em> does not appear to be a suitable name.</td>
</tr>
<tr>
<td>- <em>a</em> does not appear to be a suitable name.</td>
</tr>
<tr>
<td>- <em>i</em> does not appear to be a suitable name.</td>
</tr>
<tr>
<td>- <em>k</em> does not appear to be a suitable name.</td>
</tr>
</tbody>
</table>

### IV. RESEARCH METHODOLOGY

To investigate the source code vocabulary potential as a rich source of information on the teaching of programming, we followed a two-pronged approach: an experiment and a case study. The first aimed at evaluating: (1) how effective is our approach in assessing students’ code quality, in the context of identifier names, similarly to a human does and also (2) its efficiency in stimulating students to improve their codes. The latter is a retrospective case study intended to investigate...
whether using contextualized identifier names in source code relates to a better comprehension of the programming problem.

A. Data Collection

We performed this research was in an introductory programming course of a Computer Science bachelor program. In this course, students learn how to program through laboratory activities focused on solving programming problems. These activities include coding and submitting these programs to an AAS developed in-house and tailored for this course. After submitting programs, the AAS tests them executing a set of test-cases, which are basic input and output tests, previously defined by instructors for that problem. Finally, the AAS generates and delivers to students a feedback message about the program’s functional correctness. A “Red Bar”, signals that the program is incorrect, it means that it fails at least one test-case. A “Green Bar”, signals, otherwise, a correct program that passes all test-cases. The data corpus of this research is composed of students’ programs tested and collected using this AAS.

We collected 58 correct submissions, referring to one programming problem, to perform the first part of the experiment. To execute the second part, we collected 231 functionally correct programs, referring to 4 programming problems, from 58 students. The case study data corpus was composed of 397 functionally incorrect programs, referring to four programming problems, from 87 students. Students who took part in the study were enrolled in the introductory programming course, most of them male (86.2%), and their ages ranged from 17 to 46. Furthermore, their programs were included in our data corpus under their consenting in taking part in this study. This research was submitted and approved by the ethics committee of our university. The approval is under the number (CAAE) Certificado de Apresentação para Apreciação Ética 70198817.3.0000.5182 1 since 2017.

B. Experiment

We conjectured that there are terms in the programming problem specification that represents fundamental concepts and, due to its importance, they must also exist in a program that solves such a problem. These terms can represent entities, when they name variables or actions/activities, when they designate functions, for example. These identifier names compose the source code vocabulary. In the experiment, we evaluated this conjecture, using the proof-of-concept tool IQCheck. Initially, we investigated if experienced instructors’ assessment of identifier quality is in line with this idea. Then, we examined the effectiveness of the IQCheck tool. If the feedback messages it provides can adequately advise students on which code identifiers must be renamed to choose more appropriate names. We evaluated (1) how useful are IQCheck feedback messages at judging appropriate code identifiers in contrast with instructors’ manual assessment, as a first step, and (2) how effective are IQCheck feedback messages at aiding students to improve the appropriateness of identifiers names in their source code. To conduct these evaluations, we formulated the following research questions:

- **RQ1** Does IQCheck feedback messages, to some extent, resemble the instructors’ assessment in judging the appropriateness of code identifiers?
- **RQ2** Does IQCheck feedback messages help students to improve the appropriateness of their code identifiers?

In answering RQ1, we requested experienced instructors to manually assess the appropriateness of a set of identifier names, extracted from student code submissions, aiming at program readability. These activity results were used to compose this study baseline. It represents an oracle of “true positives”: good identifier names. After that, we used IQCheck to automatically check student code submissions, to that same problem, to evaluate the appropriateness of identifier names. As described in section III, the programming problem specification must be input to IQCheck, so that it can evaluate and produce feedback messages about the names. Finally, we evaluated the correctness of the judgment indicated on IQCheck feedback messages in contrast to the study baseline using two traditional information retrieval metrics: Precision and Recall.

- **Precision**: Measures, in the context of our study, the fraction of the “number of identifiers classified as positive by IQCheck, which are true identifiers according to the study baseline” by the “total number of identifiers classified as positive by IQCheck”. Precision computes the correctness of IQCheck in identifying true identifiers.

- **Recall**: Measures the fraction of the “number of identifiers classified as positive by IQCheck, which are true identifiers according to the study baseline” by the “total number of true identifiers according to the study baseline”. Recall computes the completeness of IQCheck assessment when pointing true identifiers.

The evaluation of correctness and completeness will be the answer to RQ1. We have formulated two concrete hypotheses to evaluate the efficacy of IQCheck in assessing identifier quality:

- **H1.1** IQCheck achieves an acceptable level of correctness, considering its computed precision value;
- **H2.1** IQCheck achieves an acceptable level of completeness, considering its computed recall value.

To verify these hypotheses, we considered instructors’ opinions about correctness and completeness of feedback messages that IQCheck delivers when assessing students’ code. Null hypotheses H1.0 and H2.0, correspond to each alternative hypothesis listed above. They claim that values of computed

1More information can be found at http://plataformabrasil.saude.gov.br/
metrics do not reinforce correctness and completeness, respectively. In this sense, metrics precision and recall are considered dependent variables in this study.

To create the study baseline, we first invited five experienced instructors, of this introductory programming course, to assess the quality of code identifiers by answering a survey questionnaire. It asked, whether each code identifier “contributes to the program readability”. We captured instructors’ answers in a Likert-scale which values ranged from 1-5 score: “strongly disagree (1); disagree (2); neutral (3); agree (4);” and “strongly agree (5)”. This value corresponds to the score and in our study design, it is an independent variable. Second, we used Cronbach’s alpha to measure the internal consistency degree of the scores assigned by the instructors to assess the inter-rater agreement level. The resulting alpha value was greater than 0.7 revealing that they have a high degree of agreement and that the quality of identifiers was rated similarly by them [16]. As each identifier was evaluated by five instructors, we used the median, a location summary statistic measure, to create an average composite score without skewing it by any extremely large or small scores. Finally, we classified as “true” all identifiers that obtained a score greater than the neutral value and “false” otherwise.

In order to answer RQ2, we randomly divided 58 students into control and experimental groups. First, we assigned them 4 programming problems to develop and test. We stimulate students to test their programs and make sure they were functionally correct. As a premise, we consider that the program needs to be working before trying to make it better. We argue that it does not make sense to over-work student with identifier appropriateness improvement before the program effectively work. We recall the test-driven development mantra Red Bar/Green Bar/Refactor. In sequence, we prompted students from both groups to improve the appropriateness of their code identifiers by choosing names based on the given programming problem description. We then evaluated the effectiveness of providing IQCheck feedback messages to experimental group students in contrast to control group students. We computed two metrics: rai and $\Delta_{rai}$.

- $\text{rai}$: Measures the fraction of the “number of appropriate identifiers according to IQCheck” by the “total number of identifiers.”

- $\Delta_{rai}$: Measures the difference between the calculated rai metric value of the last (rai1) and first (rai0) program.

From the computed $\Delta_{rai}$ metric, we came up with three situations:

- $\Delta_{rai} < 0$: The number of appropriate identifiers in the last submission is lower than observed in the first submission. It means that the student was not able to improve her source code vocabulary quality; instead, the last program readability became worse than the first program.

- $\Delta_{rai} = 0$: The number of appropriate identifiers in the last submission does not differ from that observed in the first submission. It means that the student does not worsen nor improve their source code vocabulary quality.

- $\Delta_{rai} > 0$: The number of appropriate identifiers in the last submission is greater than that observed in the first submission. It means that the student was capable to improve their source code vocabulary quality after renaming their code identifiers to improve its quality.

The quantitative evaluation of $\Delta_{rai}$ metric will allow us to gather evidence to answer RQ2. This is the concrete hypothesis we have formulated to evaluate the effectiveness of IQCheck feedback messages:

**H3.1:** Students who receive IQCheck feedback messages, in contrast to those who do not receive, accounts a higher $\Delta_{rai}$ value between their programs.

The null hypothesis, labeled H3.0, corresponds to an alternative to the hypothesis listed above. It claims that students who receive IQCheck feedback messages, in contrast to those who do not receive, present the same $\Delta_{rai}$ value between their programs. It means that there is no evidence to reinforce a difference between control and experimental groups. In this sense, $\Delta_{rai}$ is considered a dependent variable in this study.

**C. Case Study**

In this case study, we hypothesized that students who tend to adequately name their code identifiers not only write a program with a better quality, but also tend to better comprehend the programming problem. We conjecture that students who comprehend the programming problem are more likely to name code identifiers using a jargon that resembles the problem being solved. In order to test this proposal, we evaluated how useful is using IQCheck to assess source code vocabulary quality, aiming to suggest clues about programming problem comprehension. To conduct this evaluation, we posed the following research question:

**RQ3** Do source code vocabulary quality in functionally incorrect programs, to some extent, indicates programming problem comprehension?

In answering RQ3, we used the same AAS previously mentioned to test a set of students’ programs and generate feedback on their functional correctness. We used this information to identify different levels of programming problem comprehension achieved by students based on the program’s functional correctness. We focused on examining the number of test-cases that were executed on those programs and the number of test-cases that they passed. After that, we used IQCheck to assess the same set of programs, using as input the set of programming problem specifications those programs were written for, as described in section III. Finally, we examined the relationship between the first and latter program submission in terms of two aspects assessed in the study: the program’s functional correctness and source code vocabulary quality. In addition to rai and $\Delta_{rai}$, the following metrics are used in this case study: rs and $\Delta_{rs}$.
• \( rs \): Measures the fraction of “number of test-cases that the code passess” by the “total number of test-cases.”

• \( \Delta_{rs} \): Measures the difference between the value of \( rs \) metric of the last (rs1) and first (rs0) program submission.

V. Results
A. Experiment

We assessed the usefulness of IQCheck at finding appropriate code identifiers using the precision and recall metrics. Considering both correctness and completeness aspects. We claim that IQCheck can correctly find most of the identifiers considered to be appropriate by the instructors in their assessment. When contrasting the automatic and human assessment methods, we found precision \( (p = 75.0\%) \) and recall \( (r = 82.6\%) \) values. It means that correctness and completeness are relatively close to totality (greater than 70.0%). Furthermore, completeness is greater than correctness as the recall value is greater than the precision value.

Values of precision and recall approximate to those values obtained from the confidence interval analysis of precision \( (p = [63.7\%; 83.5\%]) \) and recall \( (r = [71.8\%; 90.4\%]) \) with 95.0% confidence level. These values were obtained by applying the ordinary non-parametric bootstrap method to calculate precision and recall values 2000 times by re-sampling, with replacement, identifier names from the original set of identifiers. Those values were used as a starting point to compute the bootstrap confidence intervals of the metrics using the bias-corrected and accelerated method.

At least for these data, there is evidence that IQCheck evaluation expressed in its feedback messages resemble, most of the time, the instructors’ assessment in judging the appropriateness of code identifiers. Even though IQCheck feedback messages had shown some “false positives” and “false negatives”, according to instructors who took part in the study, our proposal showed acceptable levels of correctness and completeness. In consequence, we rejected the H1.0 and H2.0 null hypotheses in favor of its alternatives. This result encouraged us to rely on the use of IQCheck in assessing appropriate identifier names to students’ programs and, in consequence, to generate feedback messages about terms that could be renamed.

We evaluated the effectiveness of IQCheck feedback messages at helping students improve their identifier names. We used \( \Delta_{rai} \) metric to measure this improvement. Observing the comparison between experimental and control groups, we can claim that IQCheck feedback messages can effectively help students to perform better in the process of choosing and renaming their code identifier names. After receiving IQCheck feedback messages, most of the students (51.7%) of the experimental group had quite a pretty good job by writing more appropriate code identifiers. This result contrasts with the one observed from the control group. Without receiving IQCheck feedback messages, very few students (10.3%) of the control group were able to improve their code identifier names. We argue that these students were able to choose better names to denote their code identifiers, as the last and first programs written by them revealed values of the metric \( \Delta_{rai} \) greater than zero.

We came up with this result after observing that the comparison between the groups based on the confidence interval analysis with a 95.0% confidence level revealed a difference value of [−48.2%; −26.7%]. In practice, it means that \( \Delta_{rai} \) values observed in programs of the experimental group were higher on average than those observed in programs of the control group. This result was observed after evaluating whether control and experimental groups had the same \( \Delta_{rai} \) value distribution, by comparing whether the distributions of both groups differ in their median value. The difference value was estimated by applying the ordinary non-parametric bootstrap method to compute the bootstrap confidence interval of the difference based on 2000 re-sampling using the first order normal approximation method.

B. Case Study

We evaluated whether we can assess programming problem comprehension by observing source code vocabulary quality using \( \Delta_{rai} \) and \( \Delta_{rs} \) metrics. We observed a strong positive correlation between \( \Delta_{rai} \) and \( \Delta_{rs} \) values, which suggests that a program that has a better source code vocabulary quality, to some extent, can be more functionally correct than the contrary. According to the Spearman’s rank correlation coefficient, the \( \Delta_{rai} \) and \( \Delta_{rs} \) metric values were associated with a Spearman’s \( \rho \) of 0.60. However, the positive magnitude of correlation implies that programs having a better source code vocabulary quality do not necessarily are more functionally correct.

We found in our data set 19 students’ programs which \( \Delta_{rai} \) and \( \Delta_{rs} \) metrics presented values different from zero. Considering only \( \Delta_{rai} \) and \( \Delta_{rs} \) values greater than zero, we found that 10 (52.6%) of the students, that is, most of them, produced a better program in terms of source code vocabulary quality and functional correctness. It means that when the latter submission of the functionally incorrect program presented a better source code vocabulary quality, in contrast with the first functionally incorrect program submission, they also had passed a greater number of test-cases.

These students did a good job producing a more functionally correct program, at the same time they were improving their source code vocabulary quality. In contrast with these students, 3 students (15.8%) produced a worse program considering these two aspects. Curiously, 6 students (31.6%) produced an improved program depending on the aspect: 2 students (10.5%) produced an improved program only regarding the functional correctness, and 4 students (21.0%) produced an improved program only with respect to the source code vocabulary quality.

VI. Discussion and Limitations

We propose that good identifiers are those based on the programming problem specification. However, we recognize
that this strategy, embodied by the tool IQCheck, cannot identify all good identifiers in the code. Some of them may not derive from terms of the programming problem specification. In consequence, they can not be correctly identified by IQCheck feedback messages. In the experiment, 17% of the classified identifiers by IQCheck tool were “false negatives”. A more careful look at feedback messages considered to be “false negative” revealed that they were directed to acronyms, abbreviations, relative synonyms, English terms, and single letters such as “i”, “j”, and “k”. It means that, even though those identifiers’ names had been classified as appropriate by the instructors, they had been classified as inappropriate by IQCheck. However, this limitation is not overly worrisome for many early programming courses.

It is possible to tune the tool to reduce the number of “false negatives”. Instructors can include terms they consider to be adequate to broaden the reference vocabulary. Given that, it is possible to improve the ability of IQCheck in assessing the quality of identifier names, including if necessary instructors’ conventions. Words and its related synonyms commonly used in codes, such as “iter” or “count” or “num” can be included as well. Additionally, from a different perspective from the observed in this study, our proposal can be tuned to suggest not only identifier naming but also comments that could be included in the students’ codes.

Although we had encouraged students to use IQCheck after they had made sure their program was correct functionally, it also can be used with functionally incorrect programs. Our proposal is useful to highlight punctual defects, especially those observed when source code vocabulary quality appears to be associated with the program’s functional correctness. Many defects can be introduced in the code when the student does not comprehend or know how to solve the problem. It is also possible that the student knows how to solve, but do not know how to program.

An anecdotal suspicion that requires further analysis, through empirical studies intended to prove this assumption, is that the defects observed in the study are, in significant part, related to the programming problem comprehension or solving strategy. So, we consider that it is important to investigate whether our proposal really can help students to understand the problem, by perceiving why their code is wrong, through the exercise of reading and renaming their code identifiers. Also, further analysis is required to probe the generalization to other programming courses.

According to this study findings, our proposal fits very well with many early programming courses where learners are urged to produce relatively short programs without a high degree of sophistication. In our empirical studies, we counted on a codebase that is of a similar scale to the problem description, which is well suited to novice programmers. It means that there is currently no proof that our proposal can be used to assess large codebases, which are possibly associated with relatively long programming problem specifications. For this reason, caution must be taken when applying our technique in different contexts as it does not intend to be a “one-size-fits-all” solution to every programming course.

VII. Conclusion

This paper presented an investigation of the role of source code vocabulary in the teaching and learning of programming. Introductory programming courses rely heavily on programming activities to develop students’ skills. AASs are usually used to fasten feedback to students about the correctness of their programming problem activities. Besides functional correctness, the quality of the code must be assessed. This aspect is challenging to AASs and most of them do not explore qualitative feedback about the code in deep. We propose an approach to provide feedback on programs’ readability, especially on identifier naming and problems’ comprehension.

The programming problem description contains the problem specification and its terms contextualize it. We claim that using those terms when naming identifiers improves program readability. Besides, when students include terms from programming problem specification in their code, they need to reason about entities and activities in the problem. For this motive, they have a clearer understanding of the problem described in that programming specification.

Studies presented in this paper revealed that this approach can be used to identify improvement not only on identifier naming but also in students’ problem specification comprehension. Our empirical studies disclosed that most of the good identifier names aiming at program readability, according to human experts, are those that include terms of programming problem specification. Additionally, we verified that after receiving feedback messages about what identifiers need to be renamed to improve their quality, most students were encouraged to choose better names from the programming problem specification. Moreover, this study also supports the idea that source code vocabulary can be used as indicative for examining programming problem comprehension. The results suggest that adherence of identifier names to the terms of specification in functionally incorrect programs is associated with a more functionally correct program. This study has gone some way towards enhancing our understanding that a better source code vocabulary quality not only increases the program comprehension but also the problem comprehension.

The main contribution of this work is the possibility of taking advantage of these findings during the phases of the programming problem-solving process. One promising application of our technique would be generating and giving feedback not only to functionally incorrect programs but also functionally correct ones. In the first case, students can be impelled to look back at their code, looking for improving identifier naming and their comprehension at the same time. We believe that, as an implication, they will take time to realize what they made incorrect, going to the point where they inserted defects in their code. In the latter case, students will have the opportunity of perceiving how they can perform better when writing quality code, especially in view of the program readability.
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